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**Section 1: Before we Start**

**Introduction**

A program is a set of instructions which performs operations on data. The way we organize the data in the memory during execution of the program is called data structures.

* Physical Data Structures
  + Define how data is stored in memory
  + Arrays
  + Matrices
  + Linked List
* Logical Data Structures
  + Define how data can be utilized
  + Stack
  + Queues
  + Trees
  + Graph
  + Hashing

**Section 2: Essential C and C++ Concepts**
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**Section 3: Required Setup for Programming**
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**Section 4: Introduction**
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**Section 5: Recursion**

**How Recursion Works**

return\_type fun(parameters) {

if(<base condition>) {

...

fun(parameters);

...

}

}

Recursive functions are traced in form of a tree.

Eg: void fun(int n) {

if(n>0) {

printf(“%d”,n);

fun(n-1);

}

}

fun(3)
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Print: 3 fun(2)
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Print: 2 fun(1)
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Print: 1 fun(0)
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return

Output: 3 2 1

Such tree representation is called a tracing tree of a recursive function.

Eg: void fun2(int n) {

if(n>0) {

fun(n-1);

printf(“%d”,n);

}

}

fun2(3)
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Print: 3
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Print: 2
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fun2(1)

Print: 1
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fun2(0)
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return

Output: 1 2 3

Recursion has two phases:

* Calling phase
* Returning phase

These phases can be observed by following the arrays in above recursion trees.

**Generalising Recursion**

return\_type fun(parameters) {

if(<base condition>) {

... <executed in calling phase/ ascending phase>

fun(parameters);

... <executed in returning phase/ descending phase>

}

}

Point to note:

Loops only have ascending phase while recursion has both ascending and descending phase.

**How Recursion Uses Stack**

Recursion uses stack to keep track of all the values of variables/ activation records for each call instance of a function.

During ascending phase new records are pushed into the stack and during descending phase the topmost record which is the last previous record is popped or deleted.

Recursive functions are memory consuming functions as they internally implement stack which consumes memory to keep records for each call.

**Recurrence Relation: Time complexity of Recursion**

T(n) = { 1 .. n = 0

{ T(n-1) + 1 .. n > 0

T(n) = T(n-1) + 1

= T(n-2) + 1 + 1

= T(n-3) + 1 + 2

= T(n-k) + k

= T(n-n) + n

= T(0) + n

= 1 + n

= n

So time complexity will be O(n).

**Static variables and Global Variables**

Static variables are created just once and the same copy is used by all the function calls.

int fun(int n) {

static int x = 0;

if(n>0) {

x++;

return fun(n-1)+x;

}

}

Instead of using static variable we could have also used global variable to get the same output.

X = 0 1 2 3 4 5
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fun(5) = 25
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fun(4) + 5 = 25

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAABBCAMAAAC+a+diAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAPJJREFUWEft0EESgyAQBdF4/0sHZhoExcgfUsnGXqgMPkzltU33SvFYm+YZn73KDwconDMYWBrnN/gkJ/LjATLvvc77R+63NabphzzHqqRyi1EqxON/neuUDUN/XeMjnAPswZYTddwPyDdf3fddjg9z93FukzV+ml02eFXhgx4e7uHhHh4t479x++lLPF1YyNnHl3i++kLOPx7l6AXud7uqlY/HeNUhvusAz7gqmXda5YYbo3C3rRY4tgdzHJliUJrgwBSDphuOyzHpu+Yoj9mp0QakxnjUYQ+wx/yqss/bTWx8jnf72JsIUGI6HUx21ra9AarzDg/WEuI7AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAjCAMAAACw/5reAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAIBJREFUOE990DECwCAIA8Dy/09XIQoEMIvBkw79ZMq3glqybUK1F8qAttaj2Yx66EDBYovHJkSxI+YuNujWI1rFsFgwWodoK4RpkTBbRTRNHhjDzMaIhgSM7yx+Uy2jFc9Ff+U5d53p5bptzXDMkx/L+99a6YLPYqIYYuAoolNEfkrQAvJpERuxAAAAAElFTkSuQmCC)

fun(3) + 5 = 20
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**Types of Recursion**

1. Tail Recursion
2. Head Recursion
3. Tree Recursion
4. Indirect Recursion
5. Nested Recursion

**Tail Recursion**

void fun(int n) {

if(n>0) {

...... statements

fun(n-1); // function is called at the end

}

}

In tail recursion there is no operation done in returning/ descending phase.

Tail recursion can be easily converted into iterative solution. From complexity analysis one will find that there is no difference in time complexity while space complexity of recursive solution is more in tail recursion so iterative solution is a better solution.

**Head Recursion**

void fun(int n) {

if(n>0) {

fun(n-1); // function is called in beginging

...... statements

}

}

Head recursion is harder to convert into iterative solution. There is some work left to do during descending phase.

**Tree Recursion**

void fun(int n) {

if(n>0) {

.......

fun(n-1);

.......

fun(n-1);

.......

}

}
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Recursion tree for above pseudo code. The subscripts tell the order of function call.

For above function we can see that the time complexity would be O(2n) while space complexity would be O(n) as we just need 4 stack height for n = 3.

**Indirect Recursion**

void funA(int n) {

if(condition) {

...

funB(n-1);

}

}

void funB(int n) {

if(condition) {

...

funA(n-1);

}

}

**Nested Recursion**

void fun(int n) {

if(condition) {

...

fun(fun(n-1));

}

}

**Sum of First N Natural Numbers**

sum(n) = n + sum(n-1) ,if n > 0

= n ,if n = 0

void sum(int n) {

if(n > 0) {

return ( n + sum(n-1));

}

Return n;

}

Also sum(n) = n \* (n+1) / 2;

**Factorial of a Number**

fact(n) = n \* fact(n-1) ,if n > 0

= 1 ,if n = 0

void fact(int n) {

if(n == 0) {

return 1;

}

return n \* fact(n-1);

}

Also, fact(n) = n \* n-1 \* n-2 \* . . . \* 1
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